![](data:image/png;base64,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)Московский Авиационный Институт

(Национальный Исследовательский Университет)

Факультет информационных технологий и прикладной математики

Кафедра вычислительной математики и программирования

**Курсовая работа**

**по курсу «Языки и методы программирования»**

**ll Семестр**

**Задание 6**

**Обработка последовательной файловой структуры на языке Си**

|  |  |
| --- | --- |
| Студент: | Аксенов А.Е. |
| Группа: | М8О-108Б-18 |
| Преподаватель: | Поповкин А.В. |
|  |  |
| Оценка: |  |
| Дата: | .06.2019 |

**Москва, 2019 г.**

**Содержание**

1. Постановка задачи………………………………………………….3
2. Общий метод решения……………………………………………..3
3. Общие сведения о программе……………………………………...4
4. Описание логической структуры………………………………….4
5. Таблица переменных и констант…………………………………..5
6. Входные/выходные данные………………………………………..5
7. Программа на Си…………………………………………………...6
8. Демонстрация работы программы………………………………...8
9. Вывод ……………………………………………………………….9
10. Литература ……………………………………………………...9
11. **Постановка задачи**

Разработать последовательную структуру данных для представление простейшей базы данных на файлах СП Си в соответствии с заданным вариантом. Составить программу генерации внешнего нетекстового файла заданной структуры, содержащего представительный набор записей. Распечатать содержимое сгенерированного файла в виде таблицы и выполнить над ним заданное действие для 2-3 значений параметров запроса p и распечатать результат.

Вариант задания: №1

Содержимое и структуры файла:

Сведения о составе комплектующих личных ПЭВМ в студенческой группе: фамилия владельца, число и тип процессоров, Объем памяти, тип видеоконтроллера (встроенный, внешний, AGP, PCI) и объем видеопамяти, тип (SCSI/IDE, ATA/SATA), число и емкость винчестеров, количество интегрированных контроллеров и внешних (периферийных) устройств, операционная система.

**Действиe:**

Найти всех владельцев двухпроцессорных компьютеров, имеющих не более ***p*** внешних устройств.

1. **Общий метод решения**

Работа идет с четырьмя программами СИ, тремя библиотеками (содержат описание структур компьютера, процессоров и винчестеров), текстовым файлом (хранятся данные) и бинарным файлом (туда записываются данные из текстового файла, а затем считываются оттуда).

Первые три программы читают данные из текстового файла

Последняя программа записывает данные в бинарный файл, затем считывает с него и проверяет компьютеры владельцев на наличие не более ***p*** внешних устройств.

1. **Общие сведения о программе**

Программное и аппаратное обеспечения для запуска данной программы на ПК не ограничено в выборе. Операционная система семейства Unix — Linux Ubuntu 16.04.5. Язык программирования Си. Строк в программе proc.c: 42, drive.c: 97, read.c: 158, main.c: 105.

Имена файлов:

1. def.h;
2. proc.h
3. drive.h
4. read.h
5. proc.c
6. drive.c
7. read.c
8. main.c
9. in.t
10. db.dat
11. **Описание логической структуры**

read.c:

Текстовой файл in.t открывается с помощью функции fopen; затем в цикле с помощью функций fscanf, fgets происходит запись данных из текстового файла в переменные.

proc.c:

Вспомогательная программа, считывающая данные

drive.c:

Вспомогательная программа, считывающая данные

main.c:

Текстовой файл in.t открывается с помощью функции fopen; затем в файле read.c происходит запись данных из текстового файла в переменные. А потом данные с переменных переходят в файл db.dat В конце переписи данных файлы закрываются функцией fclose.

Далее db.dat cнова открывается, но уже для чтения данных в переменные. После этого файл закрывается функцией fclose. Далее происходит проверка, принадлежат ли комплектующие компьютера одной фирме. Если это так, то данные выводятся в терминал.

1. **Таблица переменных и констант**

Описание переменных структуры в proc.h:

|  |  |
| --- | --- |
| char company[50]; | Производитель процессора |
| char name[50]; | Название процессора |
| double freq; | Частота процессора |

Описание переменных структуры в drive.h:

|  |  |
| --- | --- |
| char ext; | Внешний или внутренний |
| char name[50]; | Название диска |
| char type; | Тип диска |
| size\_t size; | Объём памяти диска |

Описание переменных структуры в read.h:

|  |  |
| --- | --- |
| char owner\_name[50]; | Фамилия владельца |
| size\_t proc\_count; | Количество процессоров |
| proc \*processor; | Структура процессора |
| size\_t mem\_v; | Объём видеопамяти |
| char videoname[50]; | Название видеокарты |
| char videotype[50]; | Тип видеокарты |
| size\_t vidmem\_v; | Объём видеопамяти |
| size\_t vin\_count; | Количество дисков |
| drive \*storage; | Структура диска |
| size\_t ctrl\_dev\_count; | Количество внутренних контролеров и внешних устройств |
| char osystem[50]; | Операционная система |

В программах read.c, proc.c, drive.c main.c происходит работа со структурами read.h, drive.h и proc.c, в main.c добавились переменные для проверки фирменности комплектующих.

1. **Входные данные**
2. Для main.c:

первый аргумент - текстовый файл для чтения с данными о компьютерах;

второй аргумент - бинарный файл для записи;

1. **Выходные данные**

1. Вывод данных о компьютерах с количеством внешних устройств не более ***p***.

1. **Программа на Си**

**def.h:**

#ifndef DEF\_H  
#define DEF\_H  
  
#define LEN 50  
  
#endif

**proc.h:**

#ifndef PROC\_H  
#define PROC\_H  
  
#include <stdio.h>  
#include <stdint.h>  
#include "def.h"  
  
typedef struct {  
 char company[LEN];  
 char name[LEN];  
 double freq;  
} proc;  
  
int read\_proc (FILE \*f, proc \*pr);  
void print\_proc(proc \*pc);  
int write\_proc(FILE \*f, proc \*pr);  
  
#endif

**drive.h:**

#ifndef DRIVE\_H  
#define DRIVE\_H  
  
#include <stdio.h>  
#include "def.h"  
  
typedef struct {  
 char ext;  
 char name[LEN];  
 char type;  
 size\_t size;  
} drive;  
  
int read\_drive (FILE \*f, drive \*st);  
void print\_drive(drive \*st);  
int write\_drive(FILE \*f, drive \*);  
  
#endif

**read.h:**

#ifndef READ\_H  
#define READ\_H  
  
#include "def.h"  
#include "drive.h"  
#include "proc.h"  
  
typedef struct {  
 char owner\_name[LEN];  
 size\_t proc\_count;  
 proc \*processor;  
 size\_t mem\_v;  
 char videoname[LEN];  
 char videotype[LEN];  
 size\_t vidmem\_v;  
 size\_t vin\_count;  
 drive \*storage;  
 size\_t ctrl\_dev\_count;  
 char osystem[LEN];  
} pcdata;  
  
void init\_data (pcdata \*data);  
int read\_data (FILE \*f, pcdata \*data);  
void print\_data(pcdata \*data);  
void delet\_data(pcdata \*data);  
void bin\_wrt\_data(FILE \* f, pcdata \* data);  
int bin\_rd\_data (FILE \* f, pcdata \* data);  
  
#endif

**proc.c:**

#include "proc.h"  
  
#include <stdlib.h>  
  
void print\_proc(proc \*pr) {  
 if (pr) {  
 printf("\nProsessor from %s\n", pr->company);  
 printf("%s type\n", pr->name);  
 printf("Of %lg GHz is frequency\n", pr->freq);  
 }  
}  
  
int read\_proc(FILE \*f, proc \*pr) {  
 int r = 0;  
  
 if (pr) {  
 fscanf(f, "%s", pr->company);  
  
 fscanf(f, "%s", pr->name);  
 fscanf(f, "%lg", &pr->freq);  
 }  
  
 return r;  
}  
  
int write\_proc(FILE \*f, proc \*pr) {  
 int r = 0;  
  
 if (pr) {  
 fwrite(pr->company, LEN, 1, f);  
  
 fwrite(pr->name, LEN, 1, f);  
 fwrite(&pr->freq, sizeof(int), 1, f);  
 }  
  
 return r;  
}

**drive.c:**

#include "drive.h"  
  
#include <stdlib.h>  
  
enum {  
 ATA,  
 SATA,  
 SCSI,  
 IDE  
};  
  
void print\_drive(drive \*st) {  
 if (st) {  
 char \*t;  
 printf("\nDrive %s\n", st->ext ? "External" : "Internal");  
 printf("From %s\n", st->name);  
  
 switch (st->type) {  
 case IDE:  
 t = "IDE ";  
 break;  
 case SCSI:  
 t = "SCSI";  
 break;  
 case SATA:  
 t = "SATA";  
 break;  
 case ATA:  
 t = "ATA ";  
 break;  
 default:  
 t = "Unknown";  
 break;  
 }  
  
 printf("%s type\n", t);  
 printf("Of %lu GB is size\n", st->size);  
 }  
}  
  
int read\_drive(FILE \*f, drive \*st) {  
 int r = 0;  
 char buff[LEN];  
  
 if (st) {  
 fscanf(f, "%s", buff);  
  
 st->ext = (buff[0] == 'E');  
  
 fscanf(f, "%s", st->name);  
  
 fscanf(f, "%s", buff);  
  
 switch (buff[0] + buff[1]) {  
 case 'I' + 'D':  
 st->type = IDE;  
 break;  
 case 'A' + 'T':  
 st->type = ATA;  
 break;  
 case 'S' + 'A':  
 st->type = SATA;  
 break;  
 case 'S' + 'C':  
 st->type = SCSI;  
 break;  
 }  
 fscanf(f, "%lu", &st->size);  
 }  
  
 return r;  
}  
  
int write\_drive(FILE \*f, drive \*st) {  
 int r = 0;  
  
 if (st) {  
 fwrite(&st->ext, LEN, 1, f);  
  
 fwrite( st->name, LEN, 1, f);  
  
 fwrite(&st->type, LEN, 1, f);  
 fwrite(&st->size, sizeof(int), 1, f);  
 }  
  
 return r;  
}

**read.c:**

#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
#include "read.h"  
  
void init\_data(pcdata \*data) {  
 data->processor = NULL;  
 data->proc\_count = 0;  
 data->storage = NULL;  
 data->vin\_count = 0;  
}  
  
void endl(FILE \*f) {  
 while (fgetc(f) != '\n')  
 ;  
}  
  
/\* Fix newlines \*/  
void fxnl(char \*str) {  
 if (str && str[0])  
 str[strlen(str) - 1] = '\0';  
}  
  
int read\_data(FILE \*f, pcdata \*data) {  
 int ret = 0;  
 char buff[10];  
 if (data) {  
 size\_t i;  
  
 if (fscanf(f, "%s", buff) == 1 && buff[0] == '@') {  
 endl(f);  
 fgets (data->owner\_name, LEN, f);  
 fxnl (data->owner\_name);  
 if (fscanf(f, "%lu", &data->proc\_count) == 1) {  
 data->processor = (proc \*)malloc(sizeof(proc) \* data->proc\_count);  
 for (i = 0; i < data->proc\_count; ++i)  
 read\_proc(f, data->processor + i);  
 }  
 fscanf(f, "%lu", &data->mem\_v);  
 endl(f);  
 fgets (data->videoname, LEN, f);  
 fgets (data->videotype, LEN, f);  
 fxnl (data->videoname);  
 fxnl (data->videotype);  
 fscanf(f, "%lu", &data->vidmem\_v);  
 endl(f);  
  
 if (fscanf(f, "%lu", &data->vin\_count) == 1) {  
 data->storage = (drive \*)malloc(sizeof(drive) \* data->vin\_count);  
 for (i = 0; i < data->vin\_count; ++i)  
 read\_drive(f, data->storage + i);  
 }  
 fscanf(f, "%lu", &data->ctrl\_dev\_count);  
 endl(f);  
 fgets (data->osystem, LEN, f);  
 fxnl (data->osystem);  
 }  
 else  
 ret = -1;  
 }  
  
 return ret;  
}  
  
void print\_data(pcdata \*data) {  
 if (data) {  
 size\_t i;  
  
 printf("Surname %s\n", data->owner\_name);  
 for (i = 0; i < data->proc\_count; ++i)  
 print\_proc(data->processor + i);  
  
 printf("\n");  
 printf("Memo %ld GB\n", data->mem\_v);  
 printf("Video: \n");  
 printf("Name %s\n", data->videoname);  
 printf("Type %s\n", data->videotype);  
 printf("Memo %ld GB\n", data->vidmem\_v);  
 for (i = 0; i < data->vin\_count; ++i)  
 print\_drive(data->storage + i);  
  
 printf("\n");  
 printf("Controllers and Devices %ld\n", data->ctrl\_dev\_count);  
 printf("OC %s\n", data->osystem);  
 }  
}  
  
void delet\_data(pcdata \*data) {  
 if (data) {  
 free(data->processor);  
 data->proc\_count = 0;  
 free(data->storage);  
 data->vin\_count = 0;  
 }  
}  
  
void bin\_wrt\_data(FILE \*f, pcdata \* data){  
 if (data) {  
 size\_t i;  
  
 fwrite( data->owner\_name, LEN, 1, f);  
 fwrite(&data->proc\_count, sizeof(size\_t), 1, f);  
  
 for (i = 0; i < data->proc\_count; ++i)  
 write\_proc(f, data->processor + i);  
  
 fwrite(&data->mem\_v, sizeof(size\_t), 1, f);  
 fwrite( data->videoname, LEN, 1, f);  
 fwrite( data->videotype, LEN, 1, f);  
 fwrite(&data->vidmem\_v, sizeof(size\_t), 1, f);  
 fwrite(&data->vin\_count, sizeof(size\_t), 1, f);  
  
 for (i = 0; i < data->vin\_count; ++i)  
 write\_drive(f, data->storage + i);  
  
 fwrite(&data->ctrl\_dev\_count, sizeof(size\_t), 1, f);  
 fwrite( data->osystem, LEN, 1, f);  
 }  
}  
  
int bin\_rd\_data(FILE \*f, pcdata \*data){  
 int res = 1;  
  
 if (data) {  
 size\_t i;  
  
 res = fread(data->owner\_name, LEN, 1, f);  
 fread(&data->proc\_count, sizeof(size\_t), 1, f);  
  
 data->processor = (proc \*)malloc(data->proc\_count \* sizeof(proc));  
  
 for (i = 0; i < data->proc\_count; ++i)  
 read\_proc(f, data->processor + i);  
  
 fread(&data->mem\_v, sizeof(size\_t), 1, f);  
 fread( data->videoname, LEN, 1, f);  
 fread( data->videotype, LEN, 1, f);  
 fread(&data->vidmem\_v, sizeof(size\_t), 1, f);  
 fread(&data->vin\_count, sizeof(size\_t), 1, f);  
  
 data->storage = (drive \*)malloc(data->vin\_count \* sizeof(drive));  
  
 for (i = 0; i < data->vin\_count; ++i)  
 read\_drive(f, data->storage + i);  
  
 fread(&data->ctrl\_dev\_count, sizeof(size\_t), 1, f);  
 fread( data->osystem, LEN, 1, f);  
 }  
  
 if (res < 0)  
 res = 0;  
  
 return res;  
}

**main.c:**

#include <stdio.h>  
#include "read.h"  
  
void brandList (char \* dname);  
char \*brand\_check(pcdata \*data);  
  
void readNwrite(char \*iname, char \*oname){  
 FILE \*inf = iname ? fopen(iname, "r") : stdin;   
 int ret = 0;   
  
 printf("Input is %s\n", iname);   
 printf("Output is %s\n", oname);  
 printf("\n"); if (inf) {   
 FILE \*ouf = oname ? fopen(oname, "wb") : stdout;   
  
 if (ouf) {   
 FILE \*dbin = fopen(oname, "r+");   
 pcdata data; init\_data(&data);  
 while (!read\_data(inf, &data)) {  
 bin\_wrt\_data(ouf, &data);  
 //print\_data(&data);  
 }  
 fclose (ouf);  
 }  
 }  
}  
  
char \*brand\_check(pcdata \*data){  
 int isb = 1;  
 size\_t i;  
 char \*co = NULL;  
 char vidcompany[LEN];  
  
 sscanf(data->videoname, "%s", vidcompany);  
  
 for (i = 0; i < data->proc\_count && isb; ++i)  
 if (co) {  
 if (strcmp(co, data->processor[i].company))  
 isb = 0;  
 }  
 else  
 co = data->processor[i].company;  
  
 if (isb) {  
 if (co) {  
 if (strcmp(co, vidcompany))  
 isb = 0;  
 }  
 else  
 co = vidcompany;  
 }  
  
 if (isb) {  
 for (i = 0; i < data->vin\_count && isb; ++i)  
 if (co) {  
 if (strcmp(co, data->storage[i].name))  
 isb = 0;  
 }  
 else  
 co = data->storage[i].name;  
 }  
  
 if (!isb)  
 co = NULL;  
  
 return co;  
}  
  
void brandList(char \* dname) {  
 FILE \*dbin = fopen(dname, "r");  
  
 printf("DB: %s\n", dname);  
  
 if (dbin) {  
 pcdata data;  
 char \*brand;  
  
 printf ("Brand computers: \n");  
  
 while (bin\_rd\_data(dbin, &data)) {  
 //print\_data(&data);  
 if ((brand = brand\_check(&data))) {  
 printf("%s\n", brand);  
 print\_data(&data);  
 delet\_data(&data);  
 }  
 }  
  
 fclose (dbin);  
 }  
}  
  
int main(int argc, char \*\*argv) {  
 if (argc == 3){  
 readNwrite(argv[1], argv[2]);  
 }  
 else  
 printf("Insufficient number of arguments\n");  
 brandList(argv[2]);  
}

1. **Демонстрация работы программы**

user@PSB133S01ZFH:~/course6$ gcc \*.c -o main

user@PSB133S01ZFH:~/course6$ ./main in.t db.dat

Input is in.t

Output is db.dat

DB: db.dat

Brand computers:

Surname Walter

Prosessor from AMD

Ryzen-5-2600 type

Of 2.8 GHz is frequency

Memo 2 GB

Video:

Name AMD Radeon R5 435

Type External

Memo 3 GB

Drive Internal

From AMD

IDE type

Of 4 GB is size

Controllers and Devices 4

OC Linux Ubuntu 16.04.5

1. **Вывод**

Данное задание курсовой работы позволяет:

1. Научиться работать со структурами, задавать их в библиотеках;

2. Работать с файлами (запись и чтение бинарных файлов);

3. Создавать базы данных.

Эти навыки внесли большой вклад в мой опыт прикладного программирования.
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